# Fields, Alex

## BAN 502

### Module 3 - Assignment 2

#### Task 2 - Q&A

My thought proces is that I would want to use logistic regression for predicting categorical values for a parolee violating/not violoating parole. I would want to use a box plot with categorical variables and box plots for numeric variables.

#### Task 3 - Q&A

The information that would “predict” violator in my opinion would be Gender (male), race, age and state. These seem to logically explain this variable. I decided to start my model with Violator ~ State. This gave an AIC of 390. All states we statistically significant except for Kentucky. The model seems “ok”. I feel it can be better.

#### Task 4 - Q&A

When running forward and backwards models I noticed that for forward, we keep the variables: state, multiple.offenses, age, race max.sentence. All variables are significant except age and max.sentence. The AIC on this is very low, close to 252 which is what we want.

For backwards selection, it seems very similiar in terms of AIC being around 252. However, variables age state and max.sentence are not significant. Since both are bringing roughly the same results I will examine the logic of the results.

State and Age seem less significant since these factors dont really play a role as to whether you violate parole or not. If a certain state has a stricter bond/parole law than another, that may play a role. Its hard to tell if someones age really affects this since everyones maturity level is different at certain ages. Max Sentence makes sense to affect the model since the higher the sentence either, you will want to break it to never do time or you’ll want to abide by the rules if the sentence is only a fwe months so you dont get an extended sentence.

#### Task 5 - Q&A

When running a logistic regression model on violator being the predictor and State, multiple.offenses and race I can see that this model seems good. Its not perfect but the AIC is 365, which is pretty low and closer to what we want. States of Louisiana, Kentucky are not significant in the model but this could be for many reasons. I belive this ok since states can have different parole laws (3 strike rule) and this can skew the data.

#### Task 8 - Q&A

The accuracy of the model is 25% while the sensitivity 83.73% and specificity 18.18% respectivly. The issue of incorrectly classifying a Parolee could mean more jail time if they are falsely accused of violating parole. That could mean years added on a persons sentence.

#### Task 9 - Q&A

When looking at the optimal probability threshold we can see that around > 0.5 which yields about 90.4% accuracy.

#### Task 10 - Q&A

When recreating the same procedure from Task 9, I can see that using a threshold of > 0.5 yields a 13% increase in model accuracy. Sensitivity was 0.005586592, specificity was 0.956521739 and the cutoff was closer to 1. The accuracy of the model was 38% respectivly. The test seemed to be a better model than the training set but it was still poor being so inaccurate.

library(readr)  
parole <- read\_csv("parole.csv")

## Parsed with column specification:  
## cols(  
## male = col\_double(),  
## race = col\_double(),  
## age = col\_double(),  
## state = col\_double(),  
## time.served = col\_double(),  
## max.sentence = col\_double(),  
## multiple.offenses = col\_double(),  
## crime = col\_double(),  
## violator = col\_double()  
## )

parole = as\_tibble(parole)  
  
parole = parole %>% mutate(male = as\_factor(as.character(male))) %>%  
mutate(male = fct\_recode(male,  
"male" = "1",  
"female" = "0"))  
  
parole = parole %>% mutate(race = as\_factor(as.character(race))) %>%  
mutate(race = fct\_recode(race,  
"white" = "1",  
"other" = "2"))  
  
parole = parole %>% mutate(state = as\_factor(as.character(state))) %>%  
mutate(state = fct\_recode(state,  
"other" = "1",  
"Kentucky" = "2",  
"Louisiana" = "3",  
"Virginia" = "4"))  
  
parole = parole %>% mutate(crime = as\_factor(as.character(crime))) %>%  
mutate(crime = fct\_recode(crime,  
"other" = "1",  
"larceny" = "2",  
"drug-related crime" = "3",  
"driving-related crime" = "4"))  
  
parole = parole %>% mutate(violator = as\_factor(as.character(violator))) %>%  
mutate(violator = fct\_recode(violator,  
"Violated Parole" = "0",  
"No Parole Violation" = "1"))  
  
parole = parole %>% drop\_na() #drops N/A's  
str(parole)

## tibble [675 x 9] (S3: tbl\_df/tbl/data.frame)  
## $ male : Factor w/ 2 levels "male","female": 1 2 1 1 1 1 1 2 2 1 ...  
## $ race : Factor w/ 2 levels "white","other": 1 1 2 1 2 2 1 1 1 2 ...  
## $ age : num [1:675] 33.2 39.7 29.5 22.4 21.6 46.7 31 24.6 32.6 29.1 ...  
## $ state : Factor w/ 4 levels "other","Kentucky",..: 1 1 1 1 1 1 1 1 1 1 ...  
## $ time.served : num [1:675] 5.5 5.4 5.6 5.7 5.4 6 6 4.8 4.5 4.7 ...  
## $ max.sentence : num [1:675] 18 12 12 18 12 18 18 12 13 12 ...  
## $ multiple.offenses: num [1:675] 0 0 0 0 0 0 0 0 0 0 ...  
## $ crime : Factor w/ 4 levels "driving-related crime",..: 1 2 2 3 3 1 2 3 2 4 ...  
## $ violator : Factor w/ 2 levels "Violated Parole",..: 1 1 1 1 1 1 1 1 1 1 ...

training data

set.seed(12345)  
train.rows = createDataPartition(y = parole$violator, p = 0.7, list =FALSE)  
train = slice(parole, train.rows)  
test = slice(parole, -train.rows)

Visualizing what fits best with Violator with bar plot

library(ggplot2)  
  
ggplot(parole, aes(x=male, fill = violator)) + geom\_bar() + theme\_bw()
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ggplot(parole, aes(x=race, fill = violator)) + geom\_bar() + theme\_bw()
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ggplot(parole, aes(x=state, fill = violator)) + geom\_bar() + theme\_bw()
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ggplot(parole, aes(x=crime, fill = violator)) + geom\_bar() + theme\_bw()

![](data:image/png;base64,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)

Visualizing what fits best with Violator with box plot

library(ggplot2)  
  
ggplot(parole, aes(x=male, y=age)) + geom\_boxplot() + theme\_bw()
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ggplot(parole, aes(x=race, y=time.served)) + geom\_boxplot() + theme\_bw()
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ggplot(parole, aes(x=state, y=age)) + geom\_boxplot() + theme\_bw()
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ggplot(parole, aes(x=age, y=violator)) + geom\_boxplot() + theme\_bw()
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tabular data for prediction

t1 = table(parole$violator, parole$multiple.offenses)  
prop.table(t1, margin = 2)

##   
## 0 1  
## Violated Parole 0.9201278 0.8535912  
## No Parole Violation 0.0798722 0.1464088

t2 = table(parole$violator, parole$max.sentence)  
prop.table(t2, margin = 2)

##   
## 1 2 3 4 5  
## Violated Parole 0.75000000 1.00000000 0.33333333 1.00000000 0.00000000  
## No Parole Violation 0.25000000 0.00000000 0.66666667 0.00000000 1.00000000  
##   
## 6 8 9 10 11  
## Violated Parole 0.56250000 0.85000000 0.66666667 0.66666667 0.60000000  
## No Parole Violation 0.43750000 0.15000000 0.33333333 0.33333333 0.40000000  
##   
## 12 13 14 15 16  
## Violated Parole 0.86496350 0.96103896 0.95454545 0.98333333 0.88888889  
## No Parole Violation 0.13503650 0.03896104 0.04545455 0.01666667 0.11111111  
##   
## 17 18  
## Violated Parole 0.93333333 0.89743590  
## No Parole Violation 0.06666667 0.10256410

Starting with Violator as the Predictor and State as the Response variable

mod1 = glm(violator ~ state, parole, family = "binomial")  
summary(mod1)

##   
## Call:  
## glm(formula = violator ~ state, family = "binomial", data = parole)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.0955 -0.4981 -0.2071 -0.2071 2.7760   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.8165 0.2411 -7.534 4.92e-14 \*\*\*  
## stateKentucky -0.2079 0.3728 -0.558 0.577   
## stateLouisiana 1.6207 0.3277 4.946 7.58e-07 \*\*\*  
## stateVirginia -2.0153 0.4517 -4.461 8.15e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 483.27 on 674 degrees of freedom  
## Residual deviance: 382.89 on 671 degrees of freedom  
## AIC: 390.89  
##   
## Number of Fisher Scoring iterations: 6

Forward and Backwards selection

allmod = glm(violator ~., train, family = "binomial")  
summary(allmod)

##   
## Call:  
## glm(formula = violator ~ ., family = "binomial", data = train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.6055 -0.3932 -0.2643 -0.1384 2.9470   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.750397 1.318165 -2.845 0.00444 \*\*   
## malefemale 0.137577 0.411340 0.334 0.73803   
## raceother 1.143719 0.403890 2.832 0.00463 \*\*   
## age 0.005279 0.016910 0.312 0.75490   
## stateKentucky 0.124282 0.492370 0.252 0.80072   
## stateLouisiana 0.217202 0.556154 0.391 0.69614   
## stateVirginia -3.801561 0.666733 -5.702 1.19e-08 \*\*\*  
## time.served -0.109344 0.118901 -0.920 0.35777   
## max.sentence 0.065956 0.054593 1.208 0.22700   
## multiple.offenses 1.711032 0.396463 4.316 1.59e-05 \*\*\*  
## crimedrug-related crime 0.516479 0.739095 0.699 0.48468   
## crimeother 0.727043 0.690775 1.053 0.29257   
## crimelarceny 1.119953 0.797552 1.404 0.16025   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 340.04 on 472 degrees of freedom  
## Residual deviance: 242.09 on 460 degrees of freedom  
## AIC: 268.09  
##   
## Number of Fisher Scoring iterations: 6

emptymod = glm(violator ~ -1, train, family = "binomial")  
summary(emptymod)

##   
## Call:  
## glm(formula = violator ~ -1, family = "binomial", data = train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.177 -1.177 -1.177 -1.177 1.177   
##   
## No Coefficients  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 655.72 on 473 degrees of freedom  
## Residual deviance: 655.72 on 473 degrees of freedom  
## AIC: 655.72  
##   
## Number of Fisher Scoring iterations: 0

forwardmod = stepAIC(emptymod, direction = "forward", scope=list(upper=allmod, lower=emptymod),trace = TRUE)

## Start: AIC=655.72  
## violator ~ -1  
##   
## Df Deviance AIC  
## + state 3 327.44 333.44  
## + max.sentence 1 331.53 333.53  
## + male 2 339.72 343.72  
## + time.served 1 344.20 346.20  
## + age 1 359.88 361.88  
## + crime 3 400.86 406.86  
## + multiple.offenses 1 510.52 512.52  
## + race 1 545.42 547.42  
## <none> 655.72 655.72  
##   
## Step: AIC=283.18  
## violator ~ state - 1  
##   
## Df Deviance AIC  
## + multiple.offenses 1 254.96 264.96  
## + race 1 267.66 277.66  
## <none> 275.18 283.18  
## + max.sentence 1 274.27 284.27  
## + time.served 1 274.44 284.44  
## + age 1 275.11 285.11  
## + male 1 275.13 285.13  
## + crime 3 271.72 285.72  
##   
## Step: AIC=264.96  
## violator ~ state + multiple.offenses - 1  
##   
## Df Deviance AIC  
## + race 1 246.98 258.98  
## <none> 254.96 264.96  
## + max.sentence 1 253.11 265.11  
## + time.served 1 254.47 266.47  
## + male 1 254.91 266.91  
## + age 1 254.94 266.94  
## + crime 3 252.75 268.75  
##   
## Step: AIC=258.98  
## violator ~ state + multiple.offenses + race - 1  
##   
## Df Deviance AIC  
## <none> 246.98 258.98  
## + max.sentence 1 245.31 259.31  
## + time.served 1 246.33 260.33  
## + male 1 246.78 260.78  
## + age 1 246.98 260.98  
## + crime 3 244.78 262.79

summary(forwardmod)

##   
## Call:  
## glm(formula = violator ~ state + multiple.offenses + race - 1,   
## family = "binomial", data = train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.3609 -0.4094 -0.2705 -0.1575 2.9653   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## stateother -2.5109 0.3635 -6.907 4.96e-12 \*\*\*  
## stateKentucky -2.4372 0.3767 -6.470 9.79e-11 \*\*\*  
## stateLouisiana -2.4071 0.5331 -4.515 6.32e-06 \*\*\*  
## stateVirginia -6.1188 0.6825 -8.965 < 2e-16 \*\*\*  
## multiple.offenses 1.7348 0.3942 4.401 1.08e-05 \*\*\*  
## raceother 1.0938 0.3897 2.807 0.00501 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 655.72 on 473 degrees of freedom  
## Residual deviance: 246.98 on 467 degrees of freedom  
## AIC: 258.98  
##   
## Number of Fisher Scoring iterations: 6

backmod = stepAIC(allmod, direction = "backward", trace = TRUE)

## Start: AIC=268.09  
## violator ~ male + race + age + state + time.served + max.sentence +   
## multiple.offenses + crime  
##   
## Df Deviance AIC  
## - crime 3 244.47 264.47  
## - age 1 242.18 266.18  
## - male 1 242.20 266.20  
## - time.served 1 242.93 266.93  
## - max.sentence 1 243.57 267.57  
## <none> 242.09 268.09  
## - race 1 250.24 274.24  
## - multiple.offenses 1 261.96 285.96  
## - state 3 316.24 336.24  
##   
## Step: AIC=264.47  
## violator ~ male + race + age + state + time.served + max.sentence +   
## multiple.offenses  
##   
## Df Deviance AIC  
## - age 1 244.48 262.48  
## - male 1 244.85 262.85  
## - time.served 1 245.04 263.04  
## - max.sentence 1 246.00 264.00  
## <none> 244.47 264.47  
## - race 1 252.62 270.62  
## - multiple.offenses 1 265.46 283.46  
## - state 3 321.69 335.69  
##   
## Step: AIC=262.48  
## violator ~ male + race + state + time.served + max.sentence +   
## multiple.offenses  
##   
## Df Deviance AIC  
## - male 1 244.86 260.86  
## - time.served 1 245.04 261.04  
## - max.sentence 1 246.01 262.01  
## <none> 244.48 262.48  
## - race 1 252.65 268.65  
## - multiple.offenses 1 265.52 281.52  
## - state 3 322.14 334.14  
##   
## Step: AIC=260.86  
## violator ~ race + state + time.served + max.sentence + multiple.offenses  
##   
## Df Deviance AIC  
## - time.served 1 245.31 259.31  
## - max.sentence 1 246.33 260.33  
## <none> 244.86 260.86  
## - race 1 252.80 266.80  
## - multiple.offenses 1 265.93 279.93  
## - state 3 322.54 332.54  
##   
## Step: AIC=259.31  
## violator ~ race + state + max.sentence + multiple.offenses  
##   
## Df Deviance AIC  
## - max.sentence 1 246.98 258.98  
## <none> 245.31 259.31  
## - race 1 253.11 265.11  
## - multiple.offenses 1 266.89 278.89  
## - state 3 323.88 331.88  
##   
## Step: AIC=258.98  
## violator ~ race + state + multiple.offenses  
##   
## Df Deviance AIC  
## <none> 246.98 258.98  
## - race 1 254.96 264.96  
## - multiple.offenses 1 267.66 277.66  
## - state 3 332.93 338.93

summary(backmod)

##   
## Call:  
## glm(formula = violator ~ race + state + multiple.offenses, family = "binomial",   
## data = train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.3609 -0.4094 -0.2705 -0.1575 2.9653   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -2.51087 0.36354 -6.907 4.96e-12 \*\*\*  
## raceother 1.09382 0.38974 2.807 0.00501 \*\*   
## stateKentucky 0.07372 0.46051 0.160 0.87282   
## stateLouisiana 0.10381 0.50018 0.208 0.83559   
## stateVirginia -3.60795 0.63788 -5.656 1.55e-08 \*\*\*  
## multiple.offenses 1.73482 0.39421 4.401 1.08e-05 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 340.04 on 472 degrees of freedom  
## Residual deviance: 246.98 on 467 degrees of freedom  
## AIC: 258.98  
##   
## Number of Fisher Scoring iterations: 6

mod1 = glm(violator ~ state + multiple.offenses + race, train, family = "binomial")  
summary(mod1)

##   
## Call:  
## glm(formula = violator ~ state + multiple.offenses + race, family = "binomial",   
## data = train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.3609 -0.4094 -0.2705 -0.1575 2.9653   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -2.51087 0.36354 -6.907 4.96e-12 \*\*\*  
## stateKentucky 0.07372 0.46051 0.160 0.87282   
## stateLouisiana 0.10381 0.50018 0.208 0.83559   
## stateVirginia -3.60795 0.63788 -5.656 1.55e-08 \*\*\*  
## multiple.offenses 1.73482 0.39421 4.401 1.08e-05 \*\*\*  
## raceother 1.09382 0.38974 2.807 0.00501 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 340.04 on 472 degrees of freedom  
## Residual deviance: 246.98 on 467 degrees of freedom  
## AIC: 258.98  
##   
## Number of Fisher Scoring iterations: 6

Prediction

#parolee 1  
newdata1 = data.frame(state = "Louisiana", multiple.offenses = 1, race = "white")  
predict(mod1, newdata1, type="response")

## 1   
## 0.3379961

#parolee 2  
newdata2 = data.frame(state = "Kentucky", multiple.offenses = 0, race = "other")#2 stands for "other"  
predict(mod1, newdata2, type="response")

## 1   
## 0.2069629

ctrl = trainControl(method = "cv", number = 10)  
  
set.seed(12345)  
modKFold = train(violator ~., train, method = "glm", trControl = ctrl)  
summary(modKFold)

##   
## Call:  
## NULL  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.6055 -0.3932 -0.2643 -0.1384 2.9470   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.750397 1.318165 -2.845 0.00444 \*\*   
## malefemale 0.137577 0.411340 0.334 0.73803   
## raceother 1.143719 0.403890 2.832 0.00463 \*\*   
## age 0.005279 0.016910 0.312 0.75490   
## stateKentucky 0.124282 0.492370 0.252 0.80072   
## stateLouisiana 0.217202 0.556154 0.391 0.69614   
## stateVirginia -3.801561 0.666733 -5.702 1.19e-08 \*\*\*  
## time.served -0.109344 0.118901 -0.920 0.35777   
## max.sentence 0.065956 0.054593 1.208 0.22700   
## multiple.offenses 1.711032 0.396463 4.316 1.59e-05 \*\*\*  
## `crimedrug-related crime` 0.516479 0.739095 0.699 0.48468   
## crimeother 0.727043 0.690775 1.053 0.29257   
## crimelarceny 1.119953 0.797552 1.404 0.16025   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 340.04 on 472 degrees of freedom  
## Residual deviance: 242.09 on 460 degrees of freedom  
## AIC: 268.09  
##   
## Number of Fisher Scoring iterations: 6

Develop ROC curve

predictions = predict(allmod, type = "response")  
head(predictions)

## 1 2 3 4 5 6   
## 0.04791065 0.14737696 0.13835686 0.07316025 0.07661207 0.25816041

ROCRpred = prediction(predictions, train$violator)  
ROCRperf = performance(ROCRpred, "tpr", "fpr")  
plot(ROCRperf, colorize=TRUE, print.cutoffs.at=seq(0,1,by=0.1), text.adj=c(-0.2,1.7))

![](data:image/png;base64,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)

as.numeric(performance(ROCRpred, "auc")@y.values)

## [1] 0.1289691

Create Specificity & Sensitivity

opt.cut = function(perf, pred){  
 cut.ind = mapply(FUN=function(x, y, p){  
 d = (x - 0)^2 + (y-1)^2  
 ind = which(d == min(d))  
 c(sensitivity = y[[ind]], specificity = 1-x[[ind]],   
 cutoff = p[[ind]])  
 }, perf@x.values, perf@y.values, pred@cutoffs)  
}  
print(opt.cut(ROCRperf, ROCRpred))

## [,1]  
## sensitivity 0.007177033  
## specificity 0.927272727  
## cutoff 0.696514922

Test thresholds to evaluate accuracy

#confusion matrix  
t1 = table(train$violator,predictions > .01166761)  
t1

##   
## FALSE TRUE  
## Violated Parole 92 326  
## No Parole Violation 0 55

Calculate accuracy

(t1[1,1]+t1[2,2])/nrow(train)

## [1] 0.3107822

Can apply trial and error to maximize accuracy (here trying 0.5 as threshold)

t1 = table(train$violator,predictions > 0.5)  
t1

##   
## FALSE TRUE  
## Violated Parole 406 12  
## No Parole Violation 39 16

(t1[1,1]+t1[2,2])/nrow(train)

## [1] 0.8921776

Threshold = 0.6

t1 = table(train$violator,predictions > 0.6)  
t1

##   
## FALSE TRUE  
## Violated Parole 414 4  
## No Parole Violation 46 9

(t1[1,1]+t1[2,2])/nrow(train)

## [1] 0.8942918

A naive prediction (everyone doesn’t violate)

t1 = table(train$violator,predictions > 1)  
t1

##   
## FALSE  
## Violated Parole 418  
## No Parole Violation 55

(t1[1])/nrow(train)

## [1] 0.8837209

Recreating for test set

allmod = glm(violator ~., test, family = "binomial")  
summary(allmod)

##   
## Call:  
## glm(formula = violator ~ ., family = "binomial", data = test)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.8012 -0.3548 -0.2056 -0.0971 2.5914   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -2.257250 2.144185 -1.053 0.29246   
## malefemale -2.668315 1.224925 -2.178 0.02938 \*   
## raceother 0.258152 0.656863 0.393 0.69431   
## age 0.008419 0.027447 0.307 0.75905   
## stateKentucky 0.047867 0.982199 0.049 0.96113   
## stateLouisiana 2.564561 0.887951 2.888 0.00387 \*\*  
## stateVirginia -2.801571 0.949110 -2.952 0.00316 \*\*  
## time.served 0.067759 0.229225 0.296 0.76754   
## max.sentence 0.007561 0.089277 0.085 0.93251   
## multiple.offenses 1.448327 0.657212 2.204 0.02754 \*   
## crimedrug-related crime -1.726431 1.060781 -1.628 0.10363   
## crimeother -1.152515 0.807116 -1.428 0.15331   
## crimelarceny -0.994446 1.105671 -0.899 0.36844   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 143.223 on 201 degrees of freedom  
## Residual deviance: 89.119 on 189 degrees of freedom  
## AIC: 115.12  
##   
## Number of Fisher Scoring iterations: 6

predictions = predict(allmod, type = "response")  
  
ROCRpred = prediction(predictions, test$violator)  
ROCRperf = performance(ROCRpred, "tpr", "fpr")  
plot(ROCRperf, colorize=TRUE, print.cutoffs.at=seq(0,1,by=0.1), text.adj=c(-0.2,1.7))
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as.numeric(performance(ROCRpred, "auc")@y.values)

## [1] 0.1012873

opt.cut = function(perf, pred){  
 cut.ind = mapply(FUN=function(x, y, p){  
 d = (x - 0)^2 + (y-1)^2  
 ind = which(d == min(d))  
 c(sensitivity = y[[ind]], specificity = 1-x[[ind]],   
 cutoff = p[[ind]])  
 }, perf@x.values, perf@y.values, pred@cutoffs)  
}  
print(opt.cut(ROCRperf, ROCRpred))

## [,1]  
## sensitivity 0.005586592  
## specificity 0.913043478  
## cutoff 0.802512427

threshold

#confusion matrix  
t1 = table(test$violator,predictions > 0.5)  
t1

##   
## FALSE TRUE  
## Violated Parole 176 3  
## No Parole Violation 13 10

(t1[1,1]+t1[2,2])/nrow(train)

## [1] 0.3932347